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Abstract—Multiagent payload transport requires significant
coordination, where each agent’s performance relies on accurate
observations and efficient decision-making. Full state observ-
ability and centralized control are computationally expensive
and impractical in real-world settings, limiting scalability. To
address these challenges, we propose a decentralized reinforce-
ment learning (RL) framework for multiagent payload transport,
where agents rely solely on local observations and decentralized
control without any inter-agent communication. We model the
task as a Decentralized Partially Observable Markov Decision
Process (Dec-POMDP) and employ centralized training with de-
centralized execution (CTDE) to overcome resource constraints.
Our approach enables agents to implicitly coordinate, optimize
energy usage, and achieve scalable payload transport with a
variable number of agents. We evaluate our method in a
2D environment with transport tasks of increasing complexity.
Results demonstrate that our method scales from 2 to 50 agents
without retraining and achieves comparable performance to
baselines with access to global state information. These findings
highlight our approach’s robustness, scalability, and practicality
in resource-constrained and partially observable environments.

Index Terms—Multiagent transport, Reinforcement Learning,
Resource constraints.

I. INTRODUCTION

Payload transport is a fundamental task with diverse real-
world applications, including construction [1], agriculture [2],
search and rescue [3], and space exploration [4], [5]. To
address the problem of scalability and adaptivity to varying
payloads, collaborative multiagent transport systems have been
explored, where multiple agents must cooperate to move and
navigate the payload through complex environments [6], [7].
Decentralized systems are often preferred for scalability [8],
but they require efficient management of each agent’s available
resources, system observability and sensing, and communi-
cation with other agents [9]–[11]. Limited communication
and reliance on local sensing require each agent to adapt
independently to the environment while coordinating with
other agents. Designing robust systems that balance efficiency,
stability, and scalability under these constraints remains a
critical and open challenge in multiagent research.

Existing work on multiagent payload transport has focused
on transporting a rigid structure of the payload with limited
capability to handle more agents in the system [5], [12], [13].
These approaches often assume the presence of rigid, fixed-
constrained joints between the agents, limiting the flexibility
of the system to adapt to different payload sizes and shapes
[14], [15]. Additionally, some researchers have explored the
planning and coordination of non-connected multiple agents
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Fig. 1: An illustration of the multiagent payload transport
environment: Yellow circles represent the agents, which col-
laboratively align to push the payload (orange square) toward a
predefined goal location (green circle) while navigating around
obstacles and maintaining coordination.

for collaborative transport [7], [16], [17]; they typically rely
on assumptions of reliable centralized communication and
no constraints on available agent-based resources. These as-
sumptions reduce the practicality of such solutions in real-
world scenarios, where communication may be unreliable, and
agents operate with varying resource constraints. Currently,
no approach effectively addresses the problem of planning,
coordinating, and reconfiguring multiple agents for payload
transport while optimizing for resource, capacity, and com-
munication constraints. This gap highlights the need for more
robust, decentralized solutions to better accommodate real-
world applications’ complexities.

To address these challenges, we propose a decentral-
ized, end-to-end reinforcement learning (RL) framework for
collaborative multiagent payload transport under resource-
constrained, communication-free, and partially observable set-
tings. Our approach provides technical solutions for key
issues such as agent resource constraints and local system
observability and promotes inter-agent coordination. Each
agent is equipped with limited local sensing (e.g., lidar) and



access only to its position, velocity, and goal information.
It operates without global state knowledge or inter-agent
communication. To enable effective coordination, we design
an RL-based policy that leverages local sensory inputs and
self-state information to generate control actions for each
agent. Using an Independent Proximal Policy Optimization
(IPPO) framework with centralized training and decentralized
execution (CTDE), agents learn to collaboratively push the
payload, avoid obstacles, and maintain coordination. Unlike
prior methods, our approach scales efficiently with the number
of agents and adapts dynamically to payload variations.

The primary contributions of this work are as follows:
• A reinforcement learning framework for multiagent pay-

load transport that addresses constraints on agent re-
sources, limited system observability, and the absence of
central communication.

• A flexible policy design that adapts to varying payload
weights and sizes while scaling efficiently with the num-
ber of agents without requiring policy retraining.

• An efficient learning framework that enables agents to
develop robust control strategies deployable in real-world
scenarios under practical constraints such as partial ob-
servability, limited sensing, the absence of centralized
control, and no inter-agent communication.

The rest of the paper is organized as follows: section II
discusses related work and the limitations of existing meth-
ods. section III describes our RL-based methodology, includ-
ing network design, agent coordination, and the curriculum
learning process. section IV outlines the experimental setup,
benchmarks, and training details. section V presents our em-
pirical results, demonstrating the performance improvements
of our approach compared to various baselines, with access to
global state information. section VI summarizes the proposed
approach and discusses the future work.

II. BACKGROUND

This section provides an overview of essential topics rel-
evant to this work. We begin by introducing the framework
of Decentralized Partially Observable Markov Decision Pro-
cesses (Dec-POMDPs) for modeling decision-making under
uncertainty. We then discuss the significance of multiagent
systems in the context of payload transportation. Next, we
examine the resource constraints that need to be addressed
while developing algorithms for the deployment of multiagent
systems in real-world scenarios. Finally, we explore the role of
reinforcement learning in enhancing coordination and learning
efficiency in multiagent systems.

A. Decentralized Partially Observable Markov Decision Pro-
cesses (Dec-POMDPs)

Various multiagent systems operate in environments where
they need to make decisions based on incomplete or uncertain
information. The Decentralized Partially Observable Markov
Decision Processes (Dec-POMDPs) is a framework that al-
lows cooperative behaviors within such systems to execute
described goals [18].

The Dec-POMDP is an extension of the standard Markov
decision process (MDP) that involves the coordination of
multiple agents making decentralized decisions based on their
local observations [19], [20]. Thus, agents only have partial
information about the global state, and no central decision-
maker provides directions for further actions. This framework
holds immense significance in multiagent systems because
it captures the essence of decentralized decision-making in
an environment where communication is severely limited or
expensive [21], [22].

In this work, we formulate the multiagent resource-
constrained payload transport as a Dec-POMDP, where
each agent independently learns a policy to contribute
towards achieving a shared transportation goal. For-
mally, the Dec-POMDP can be described by the tuple
(N,S,A,O, P,R,Ω, γ), where:

• N : Set of agents, with each agent i ∈ {1, 2, . . . , n}
having partial observability over the environment.

• S: Set of global states representing the positions of
agents, obstacles, and the payload within the environ-
ment.

• A: Set of joint actions, where a = (a1, a2, . . . , an)
includes individual continuous actions ai for each agent
i, representing directional forces applied in the x and y
dimensions to transport the payload.

• O: Set of observations for each agent, where oi ∈ O
represents the local observation available to agent i.
Observations include the agent’s position, velocity, lidar
readings (when enabled), relative positions to the payload
and goal, and information on nearby obstacles.

• P : Transition probability function P (s′|s, a), describing
the probability of moving from state s to state s′ given a
joint action a.

• R: Reward function R(s, a), providing a scalar reward
based on the success of the payload transport task.

• Ω: Observation function Ω(o|s, a), describing the proba-
bility of each agent receiving an observation o given the
state s and joint action a, reflecting the limited sensing
capabilities and field of view for each agent.

• γ: Discount factor γ ∈ [0, 1] determining the importance
of future rewards, incentivizing agents to reach the goal
as quickly and efficiently as possible.

B. Multiagent Systems for Payload Transportation

Efficient transportation of goods from one place to another
is crucial across various industries, such as manufacturing,
construction, logistics, and shipping. Traditional methods in-
volve human-operated machinery and physical labor to com-
plete such tasks. These approaches accomplish the task, but
they may not be ideal in all situations, particularly when
dealing with heavy and irregular payloads. To overcome these
challenges, cooperative systems present an effective alterna-
tive to the limitations mentioned earlier. There is extensive
literature on autonomous multiagent systems that collaborate
to achieve tasks for transporting payloads from one location
to another. [23]–[28]



This collaboration allows the division of labor within the
system to lift heavier payloads that are beyond the capabilities
of individual agents. Various research teams have demon-
strated successful implementation of such multiagent systems
on real robots to achieve cooperative payload transportation
from one place to the other [6], [14], [29].

C. Resource Constraints in Multiagent Systems

Deploying a multiagent system in real-world scenarios
comes with its own challenges. Since these cannot work indef-
initely, we need to consider some constraints while designing
algorithms to operate such systems [30], [31]. Some of these
constraints include:

• Battery life: Limited energy supply for individual agents
must be carefully considered when assigning tasks, as
it directly impacts the agents’ ability to complete their
missions.

• Payload capacity: Each agent in a multiagent system
has mechanical limitations that define its maximum load-
carrying capacity, which must be factored into task as-
signments.

• Computational resource: Each agent requires sufficient
computational resources to operate effectively, whether it
follows commands from a centralized control center or
operates autonomously in a decentralized manner.

Therefore, effective management of these constraints is crit-
ical for task completion in multiagent systems, as overloading
an individual agent can lead to mechanical failure or premature
battery depletion due to inefficient resource allocation. Thus,
resource-aware task allocation and planning are essential to
ensure the efficiency and reliability of such multiagent systems
[32].

D. Reinforcement Learning in Multiagent Systems

Reinforcement Learning (RL) is a learning paradigm where
an agent learns to make decisions through their interactions
in an environment to maximize cumulative rewards [33],
[34]. For multiagent systems, RL allows agents to learn opti-
mal behaviors amidst complex environments without explicit
programming [35]. Various approaches have shown that RL
enables each agent to learn its policy independently, treating
other agents as a part of the environment. In such setups, each
agent treats other agents as part of a dynamically changing
environment. These agents adapt by changing their actions in
response to both the physical environment and the evolving
behaviors of other agents. [36], [37] However, approaches
that account for the joint action space like those discussed
by Dingband Liu et. al [8], suffer from scalability problems
due to the exponential growth of the joint action space.

Centralized Training with Decentralized Execution (CTDE)
[38] is emerging as one of the potential methods to train multi-
agent systems, which are trained using centralized information
but execute the learned policies based on local observation
of individual agents. These approaches have demonstrated
promising results, exhibiting improved coordination and en-
hanced scalability during execution [39], [40].

Multiagent actor-critic methods, such as Proximal Policy
Optimization (PPO) [41], effectively stabilize learning in mul-
tiagent settings by having the actor use the value function
generated by the learned critic to guide policy updates, reduc-
ing the effects of non-stationarity [42], [43]. When combined
with a recurrent neural network (RNN), PPO can handle
partial observability by maintaining an internal state that
encodes historical information for decision-making [44], [45].
However, while PPO is highly efficient, applying it across
multiple agents remains computationally demanding.

III. METHODOLOGY

We formulate the multiagent resource-constrained payload
transport as a Decentralized Partially Observable MDP (Dec-
POMDP) [18]. We consider that each agent only has access
to the static global goal position, its own state, and sensor
measurements without access to the complete state information
of the system. With only partial observability, each agent
independently contributes to the payload transport task by
directly learning the low-level actions to push the package to
the desired goal. Our approach employs Independent Proximal
Policy Optimization (IPPO) [46] with Centralized Training and
Decentralized Execution (CTDE). Below, we expand on the
policy architecture, training environment, reward function, and
training details.

A. Policy Architecture

The policy and the critic networks are composed of MLPs
with hidden layer dimensions as {256, 256}, and the activation
function for all layers is tanh [47]. We use a shared Adam
optimizer [48] for both the policy and the critic. The policy
input includes the static global goal position pg = {xg, yg},
agent’s local observations include its current planar position
pa = {xa, ya}, current planar velocity va = {ẋa, ẏa}, and
lidar sensor measurements. Each agent is equipped with a
simulated lidar sensor with 72 rays, which provides a 5◦ reso-
lution and a maximum range of 2m to sense the environment.
The total input size to the policy network is 78. The policy
outputs a 2-dimensional directional force vector a = {fx, fy}
to control the agent’s movement in the x and y directions.

B. Episode Generation

Our approach employs a modified version of IPPO, which
generates training data from episodes involving three agents,
as described in Algorithm 1. During each episode, transitions
from all agents are aggregated into a shared replay buffer to
optimize a single actor and a centralized critic using the PPO
objective [41]. The centralized critic provides a global perspec-
tive to improve policy updates, accelerating convergence to an
optimal policy. Since all agents are homogeneous, we share
the actor and critic parameters across agents, enabling more
effective policy learning from collective experiences. After
training, the shared actor is deployed as the control policy
for all agents during execution, as outlined in Algorithm 2.

At the start of each training episode, three agents are
randomly spawned near the left end of the environment,



Fig. 2: [A] Illustrates the Partially Observable Payload Transport (PoPT) policy, a single controller that can be deployed to any
number of agents for pushing a payload to a goal position without requiring inter-agent communication. [B] The framework
of Independent Proximal Policy Optimization (IPPO) with Centralized Training and Decentralized Execution (CTDE) is used
for policy training.

while the goal location is randomized near the right end. The
package is initialized in the middle region of the environment
with a constant mass, size, and orientation throughout training.
To introduce variability, each agent’s pushing capacity is
randomized at the start of each episode, within the range of
capacity = [0.8, 1.2]. Each episode terminates after 500 time
steps or when the package reaches the goal location.

Algorithm 1 Training Phase: Partially observable Payload
Transport (PoPT) with CTDE and IPPO

Initialize: Shared actor-critic network parameters θ and ϕ
Input: Package mass and size, environment env, max.
agents nmax, number of episodes T , curriculum levels
for each iteration in total iterations do

Reset env and initialize agents and goal position
for each time step t = 1 to T do

for each agent i = 1 to n (in parallel) do
Sample action ati ∼ πθ(ai|oti) based on current

observation oti
Execute ati, applying a fixed proportion of ati as

force on the package
Observe reward rti and new observation ot+1

i

Store (oti, a
t
i, r

t
i , o

t+1
i ) for training

end for
end for
Update θ and ϕ with IPPO using experience from all

agents
end for
return Trained policy πθ for deployment

C. Reward Design

The proposed reward function consists of four key compo-
nents:

1) Global Reward: A terminal reward given when the
package reaches the goal position.

Algorithm 2 Execution Phase: Rule-Based Heuristic Deploy-
ment of Multiagent System

Input: Package mass and size, environment env, maximum
number of available agents nmax

Initialize scenario:
Determine the optimal number of agents n ≤ nmax based
on package mass and size (rule-based heuristic)
Evenly space n agents on the leftmost portion of env
Randomly place obstacles in the middle region, ensuring
minimum spacing of 2× package size
Set the goal position within the rightmost portion of env
for each time step t do

for each agent i = 1 to n (in parallel) do
Execute action ati ∼ πθ(ai|oti) learned during train-

ing
end for
Observe environment state, rewards, and agent positions

end for

2) Goal Shaping Reward: A dense reward based on the
Euclidean distance moved by the package toward the
goal at each time step, encouraging continuous progress.

3) Package Shaping Reward: A dense reward based on
the Euclidean distance each agent moves toward the
package, promoting agent coordination to reach and
push the package.

4) Energy Penalty: A penalty computed as the sum of the
norm of the agent actions at each time step, encouraging
energy-efficient behavior and minimizing unnecessary
movement.

These components collectively guide the agents to push the
package efficiently while balancing energy consumption, coor-
dination, and task completion. Each reward component plays
a critical role in shaping agent behavior, encouraging efficient
movement, collaborative effort, and energy conservation. A
detailed description of all the reward components and the



corresponding equations for each reward term are provided
below:

rit = rglobal + rgoal shaping + ripackage shaping − renergy (1)

• rglobal Global reward:

rglobal = wg · 1on goal

– wg: Reward for reaching the goal wg = 100.
– 1on goal: Indicator function set to 1 when the package

reaches the goal.

• rgoal shaping Goal shaping reward:

rgoal shaping = rgoal shaping − (wgs · ∥pgoal − ppackage∥)

– wgs: Goal shaping reward weight wgs = 50.
– rgoal shaping: Goal shaping component from previous

time step.
– ||pgoal − ppackage||: Current Euclidean distance be-

tween the goal and the package.

• ripackage shaping Package shaping reward for each agent:

ripackage shaping = ripackage shaping−(wps·∥ppackage−pi
agent∥)

– wps: Package shaping reward weight wps = 20.
– ripackage shaping: Package shaping component for the i-

th agent from previous time step.
– ||ppackage − piagent||: Current Euclidean distance be-

tween the package and the i-th agent.

• renergy Energy penalty:

renergy = wenergy ·
a∑
i

 ∥actioni∥√
2 · (actionrange · capacityi)2


– wenergy: Energy penalty weight wenergy = 0.1
– Penalty is computed as the sum of normalized norm

of action for all agents.

D. Training Details

During training, we use a system with three agents, and
the package mass is set to ensure that at least three agents
are required to effectively push the package. A buffer of 100k
transitions is collected at each iteration, and optimization is
performed over 5 epochs. Training is run for a maximum
of 50 iterations to ensure sufficient policy convergence. All
training parameters are listed in Table I. Further details on
our approach’s experimental setup and validation, Partially Ob-
servable Payload Transport (PoPT), are provided in section IV.

IV. EXPERIMENT

We conduct three sets of experiments to evaluate our
proposed approach against baseline methods. The evaluation
focuses on three key aspects: (1) the scalability of our ap-
proach with varying numbers of agents, (2) the impact of
state space observability on transport task performance, and
(3) the contribution of each reward term in our formulation.
To assess scalability, we conduct trials with different agent
counts and pushing capacities, analyzing how our approach
adapts to larger teams of agents. We also examine learning
efficiency and convergence times when using only specific
components of the reward function. The following subsections
provide details on the training and evaluation environment, the
baselines used for observability experiments, and the reward
formulation ablations. In section V, we present the results for
each set of experiments, highlighting the performance of our
approach relative to the baselines.

Parameter Value
Learning Rate (Actor & Critic) 3e-4
PPO Clip Range 0.2
Number of Epochs 5
Mini-Batch Size 256
Discount Factor (Gamma) 0.99
GAE Lambda 0.9
Value Function Coefficient 0.5
Entropy Coefficient 1e-4
Max Grad Norm 1.0
Buffer Size 100000
Total iterations 50
Episode length 500
Number of agents in training 3

TABLE I: Training parameters

A. Payload Transportation Multiagent Domain

For our experiments, we utilize the Vectorized Multi-Agent
Simulator (VMAS) [49] due to its adaptability and resource
efficiency. The simulator is configured to create a 2D envi-
ronment where agents are tasked with pushing a package to a
predefined goal position, as illustrated in Figure 1.

The number of agents in each scenario is determined using
a heuristic policy that calculates the optimal number of agents
required based on the package’s mass and the agents’ pushing
capacity. At the start of each episode, agents are initialized
at random positions within the leftmost region of the environ-
ment, while the package is placed randomly in the middle, and
the goal is randomly positioned in the rightmost region. The
agent’s pushing power and spawn locations are randomized
for each episode to promote robustness and generalization.

This work focuses on developing an end-to-end control
policy for the agents. To facilitate this, a heuristic policy as de-
scribed in Algorithm 2 is implemented as a rule-based system
with sufficient information to select the required number of
agents. While this approach effectively supports the objectives
of this study, future work could explore more autonomous and



data-driven methods to dynamically determine the number of
agents.

B. Evaluating scalability

We evaluate the scalability of our proposed approach with
varying numbers of agents in the system. We use three agents
for training to learn individual behaviors required to push the
package towards the goal. Since our approach relies solely on
local agent observations, we design a policy trained with a
minimal number of agents to seamlessly scale to larger agent
teams without retraining. To evaluate this, we test the policy
with an unseen range of 2 to 50 agents during rollout. This
zero-shot generalization experiment aims to demonstrate the
scalability and robustness of our approach in handling variable
team sizes for the payload transport task.

C. Evaluating observability

We evaluate the impact of different state observability
configurations on the performance of the approach. To
benchmark our method, we define three baselines for this
set of experiments. Each baseline is trained using the same
reward function described in Equation 1. This evaluation
highlights the role of state observability in shaping the agent’s
behavior and task performance.

1) Full State Observability: In this configuration, each
agent has complete knowledge of the environment. In addition
to its own state and velocity, each agent has access to the
position and velocity of all the other agents and the static
global position of the goal. Agents also have continuous
access to the package state, which includes the package’s
relative position with respect to the goal and the agent, along
with the current package velocity. Unlike other configurations,
lidar measurements are excluded since the agents already
have access to ground-truth information, making lidar data
redundant.

This setup represents a fully observable environment
where no information is hidden from the agents. While
this configuration is theoretically optimal for agent
decision-making, it comes with significant drawbacks. Full
observability requires access to the complete environment
state, leading to an exponentially larger state space as
the number of agents increases. This results in higher
computational complexity, as the policy is trained on a
fixed observation size. Scaling to larger teams would require
padding the observations, leading to information loss and
inefficiencies. Consequently, separate policies must be trained
for different agent counts, limiting the scalability of the
approach. Policies trained for a specific number of agents
may not generalize effectively to scenarios with varying team
sizes.

2) Package State: In this configuration, each agent has
access to only its own state and velocity without knowledge
of the states of other agents. Additionally, each agent receives
the static global position of the goal and continuous access to

the ground-truth package state. The package state includes the
relative position of the package with respect to the goal and
the agent, along with the current package velocity. Similar to
the previous baseline, lidar measurements are excluded due
to redundancy, as agents already have access to complete
information about the package.

This configuration enables scalability with respect to the
number of agents since agents do not depend on the states of
other agents. However, its reliance on ground-truth package
states poses a significant challenge for real-world deployment,
where precise and continuous access to the package’s state
may not be feasible. This limitation would make it difficult
to generalize the approach to real-world environments with
limited sensing and partial observability.

3) No Goal pose: In this configuration, each agent’s ob-
servations include its own state and velocity, along with lidar
measurements, consistent with our proposed approach. How-
ever, the static global goal position is intentionally excluded
from the agent’s observations. In this environment, the lidar
sensor is only obstructed by the package and other agents,
meaning the agent cannot directly sense the goal position.

This setup is designed to evaluate the importance of goal
position information in our proposed method. We can assess
how well agents can coordinate and push the package without
explicit goal awareness by removing access to the goal. This
setup highlights the role of goal position information in
enabling effective coordination and goal-directed behavior.

D. Ablating reward shaping

We analyze the impact of different reward components
from our formulation by performing an ablation study to
demonstrate the contribution of each term to task learning.
To achieve this, we define three baselines that are compared
against our full method, which incorporates all four reward
components. Each baseline is trained using the observation
space defined by our approach and includes the energy penalty
term. The remaining three reward components are ablated in
different configurations to evaluate their individual impact on
learning performance. This analysis provides insight into the
role each reward term plays in shaping agent behavior [50]
and achieving efficient task completion.

1) Global: In this baseline, only the global reward and
energy penalty are utilized. The global reward is a sparse
signal awarded solely when the package successfully reaches
the goal. This configuration represents a minimal reward setup,
relying exclusively on final task completion to guide learning.
We hypothesize that the absence of intermediate feedback
during the episode hinders the agents’ ability to learn effective
behaviors, often necessitating extensive exploration to achieve
meaningful progress.

2) Goal shaping: In this baseline, the reward function
includes the global reward, energy penalty, and goal shaping
reward. The goal-shaping reward provides dense feedback at
every time step by rewarding agents based on the distance
the package moves toward the goal. Unlike the sparse global



Fig. 3: Snapshot of results demonstrating the deployment of the proposed PoPT policy, trained on only 3 agents, to an unseen
range of 2 − 50 agents during rollout. Since the method relies solely on local observations, it can be seamlessly deployed
across any number of agents. The results showcase up to 50 agents collaboratively pushing the payload toward a predefined
goal position.

reward, the goal-shaping reward offers continuous feedback
throughout the episode, enabling agents to learn more effi-
cient behaviors. We posit that this configuration helps agents
develop goal-directed behavior.

3) Package shaping: In this baseline, the reward func-
tion includes the global reward, energy penalty, and pack-
age shaping reward. The package shaping reward provides
dense feedback at every time step, encouraging each agent to
move toward the package. Unlike the global reward, which
is sparse, this shaping reward offers continuous feedback to
agents throughout the episode. We expect this configuration
to promote effective agent-to-package coordination.

V. RESULTS

This section presents the performance evaluation of the
proposed decentralized reinforcement learning approach for
multiagent payload transport (PoPT). The evaluation is con-
ducted in a 2D environment using the set of experiments
described above, highlighting the effectiveness of our approach
in terms of scalability, observability, and the impact of reward
components on task learning and agent coordination.

A. Scalability results

Figure 3 presents snapshots of our policy deployed with
varying numbers of agents in the system, showcasing its
scalability. We deploy the policy with up to 50 agents, demon-
strating their ability to push the package to the goal position
collaboratively. As the number of agents increases, the time
taken to complete the task decreases, but with diminishing
returns due to the fixed mass and dimensions of the package.

The agents exhibit emergent coordination behavior, implic-
itly learning to position themselves at optimal pushing points
around the package. With only 2 agents, the combined pushing
power is insufficient for direct movement, often resulting in
an L-shaped path to the goal. However, with 3 or more agents,
they naturally distribute along the package’s edges and push
it in a more direct, diagonal path toward the goal, signifi-
cantly improving task efficiency. This behavior highlights the
adaptability and scalability of our approach, which achieves
optimal coordination without requiring additional training as
the number of agents increases.

B. Observability results

Figure 5 illustrates the training curves for the observabil-
ity experiment, comparing the proposed method with the
three baseline approaches. The results demonstrate that our
method achieves performance comparable to the Full State
and Package State baselines, both of which have significantly
higher state space observability. In contrast, the No Goal Pose
baseline fails to achieve the task, as reflected by the low
rewards and flat training curve. Figure 4 provides snapshots
of agent behavior during deployment for each of the four
methods, highlighting differences in coordination and task
execution.

The full state baseline grants each agent access to the
complete state space, including the position and velocity of all
agents as well as the package state. This extensive information
enables agents to complete the task with ease. However, this
method suffers from significant scalability challenges. As the



Fig. 4: Snapshot results of baseline deployments evaluating performance under different state observability conditions: Full
state: Trained on 3 agents with access to complete state information, achieving the task but limited to 3-agent deployment due
to the expanding state space. Package state: Accesses the continuous ground-truth state of the package, enabling successful task
completion with varying agent counts. PoPT (ours): Relies solely on local observations, achieving comparable performance
to baselines with much better state information (full state and package state). No Goal pose: Lacks access to the global goal
position, managing to push the payload but struggling to locate the goal precisely.

Fig. 5: Training curves of various observability configurations.

number of agents increases, the input size to the policy grows
exponentially, increasing computational complexity. Addition-
ally, since the policy is trained on a fixed number of agents (3
in this case), it is unable to generalize to varying numbers
of agents. Deploying this policy on a different number of
agents requires retraining from scratch, thereby compromising
scalability.

The package state baseline achieves task completion com-
parable to the Full State baseline but with better scalability.
This is achieved as each agent has access to the global state
of the package, including its relative position and velocity
to the package. However, agents do not have access to the
states of other agents. While this approach scales to larger
teams of agents, its reliance on the package state presents
a major limitation for real-world deployment. Accessing the
global package state in physical environments requires mo-
tion capture systems or external tracking setups [7], which
are expensive, labor-intensive, and impractical for large-scale
deployment.

The no goal pose baseline, the agents lack access to the
static global goal position, relying solely on local state and

lidar measurements. Without access to goal position infor-
mation, agents exhibit poor coordination, as reflected by the
low reward observed in Figure 5. Agents tend to approach
the package and push it in random directions, relying on
exploration to locate the goal. This limitation is also due to
the lidar sensors’ inability to detect the goal. Thus, leading to
inefficient behavior; which highlights the importance of goal
position information for effective planning and execution. We
note that in real-world applications, the global goal position
can be defined by the user or inferred from a high-level planner
with access to an environment map, making it a practical
assumption for real-world deployment.

Finally, our method with the proposed observation space
achieves task success comparable to the Full State and Package
State baselines but with significantly fewer assumptions about
state observability. Here, each agent relies only on its local
state, lidar measurements, and static goal position. Agents in-
dependently learn to approach the package and push it toward
the goal, exhibiting emergent coordination. This configuration
avoids dependence on ground-truth package states and agent-
to-agent state sharing, making it more scalable and realistic
for real-world deployment. Unlike the Full State baseline, our
method generalizes to varying numbers of agents, enabling
deployment without retraining. This scalability is achieved
through the use of decentralized execution, where each agent
operates using its own local observation.

C. Reward ablation results

Figure 7 shows the training curves for the ablation study
on reward components, comparing the performance of our
method with all four reward components against baselines with
ablated reward terms. The results show that only our method
successfully learns the task, while the other baselines struggle
to learn meaningful behavior. The learned behaviors for each
method are visualized in Figure 6, which shows snapshots
from the deployment of all four methods.



Fig. 6: Snapshot results of baseline deployments to ablate the reward components. Global: Utilizes only the sparse global
reward and energy penalty. This baseline fails to achieve the task as the sparse reward provides insufficient feedback for the
policy to learn meaningful behavior. Goal shaping: Incorporates goal-shaping dense rewards, global reward, and energy penalty.
This baseline fails, as agents receive no feedback until they accidentally move the package, requiring extensive exploration
to learn effective behaviors. Package shaping: Uses package-shaping dense rewards, global reward, and energy penalty. This
baseline achieves partial success, as agents quickly learn to reach the package but continue to push the package randomly due
to a lack of intermediate incentive to reach the goal location. PoPT (ours): Combines all four reward components, enabling
the policy to achieve the task optimally, demonstrating the effectiveness of the proposed reward function.

Fig. 7: Training curves for different reward configurations used
in the reward ablation study.

The Global Reward baseline uses only the sparse global
reward, provided when the package reaches the goal, along
with the energy penalty. The extreme sparsity of this reward
makes it difficult for the policy to explore and learn effective
behaviors. Due to the constant energy penalty, agents learn
to minimize energy consumption by remaining stationary
throughout the episode. This demonstrates the need for dense
feedback during the episode to incentivize movement and
exploration. Without such feedback, the policy fails to learn
any useful behavior.

The Goal-Shaping baseline introduces a denser feedback
signal, rewarding agents for moving the package closer to the
goal at every time step. While this approach offers more fre-
quent feedback than the sparse global reward, it still struggles
with exploration. The policy receives no reward until an agent
accidentally makes contact with the package and moves it,
leading to a similar exploration issue as the global reward
baseline. As a result, the agents learn to remain stationary

to avoid energy penalties. This highlights the need for an
additional dense component to encourage agents to approach
the package before attempting to push it.

The Package-Shaping baseline incorporates a dense reward
encouraging agents to approach the package. This additional
reward signal addresses the exploration issue seen in previous
baselines, as agents now receive continuous feedback when
moving toward the package. As a result, the policy learns to
approach the package more effectively and initiate pushing
behavior. However, without the goal shaping reward, the
agents have no dense feedback after reaching the package.
Consequently, the agents push the package toward the general
goal region but resort to random movements in an attempt
to “stumble” upon the goal. This behavior demonstrates the
necessity of both goal-shaping and package-shaping rewards
to achieve optimal behavior, as one reward alone is insufficient
to guide the policy through both stages of the task.

Our proposed method (PoPT) incorporates all four reward
components, providing dense feedback at every stage of the
task. The package-shaping reward encourages agents to ap-
proach the package, while the goal-shaping reward guides
them to push it toward the goal. The global reward reinforces
task completion, and the energy penalty promotes efficient
behavior. With such dense feedback present throughout the
episode, the policy quickly converges to the desired behavior,
with agents efficiently coordinating to approach and push
the package directly to the goal. The training curve for this
method shows the fastest convergence and the highest overall
performance.

VI. CONCLUSION AND FUTURE WORK

In this paper, we addressed the problem of multiagent
resource-constrained payload transport by proposing a de-
centralized end-to-end reinforcement learning (RL) approach.



Unlike previous methods that rely on centralized control, ex-
tensive communication, and enhanced state observability, our
approach leverages only local agent observations, decentral-
ized control, and no inter-agent communication. This design
enables a scalable solution for payload transport, allowing
agents to implicitly learn coordination and optimize system-
wide energy consumption under resource constraints.

Despite the promising results, our proposed method has
certain limitations. We employed a simple rule-based heuristic
policy to determine the number of agents required for each
task. While sufficient for this study, this heuristic policy was
not our research’s primary focus. Additionally, our experi-
ments were conducted in a 2D simulation environment with
simplified physics, which does not fully capture the complexity
of real-world interactions. The package properties, such as
shape, dimensions, and mass, were kept constant throughout
training, limiting the generalization of the learned policy
to more diverse payload configurations. Finally, the training
environment did not account for obstacles, which is critical
for real-world tasks as agents must navigate environments
with dynamic and static obstacles to ensure efficient payload
delivery.

As part of future work, we aim to address these limitations
and further extend the proposed method. First, the heuristic
policy for agent selection could be replaced with a more
autonomous and data-driven approach that selects the optimal
number of agents based on dynamic environmental factors,
such as package mass, size, and agent capacity. Additionally,
we plan to use higher-fidelity simulators with more realistic
physics to better capture the complexities of real-world interac-
tions. To improve generalization, we intend to train the policy
on a broader range of package properties, including diverse
shapes, sizes, and masses. We also plan to introduce obstacles
into the training environment, allowing agents to learn to
navigate around them while minimizing energy consumption.
Lastly, to facilitate real-world deployment, our method could
be extended to incorporate robot-specific dynamics. This could
be achieved through hierarchical control, where the learned
policy guides a low-level robot controller, or through end-to-
end training, where the policy directly controls the robot’s
actions. These enhancements would make our method more
robust, scalable, and suitable for deployment in real-world,
multi-robot payload transport scenarios.
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